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Abstract

Artifacts for Multi-Agent Systems have been defined as runtime entities providing some
kind of function or service that agents can fruitfully exploit to achieve their individual or
social goals. In order to enable agents to autonomously discover the available services, select
the proper artifact(s), and use the services they need, it is necessary to describe the services
offered by artifacts in terms of (i) what each service does, (ii) how to access it, and (iii) how it
works. In this paper we explore how OWL-S (Ontology Web Language for Services), a language
specifically aimed for the description of Web Services, can be exploited also for describing the
services offered by artifacts. In particular, we investigate how to represent the artifact features
by means of OWL-S, provide an example, and discuss some preliminary results in terms of
advantages and limitations of this approach.

1 Introduction

According to Activity Theory [24], most of the human activities are mediated by some kind of
artifact – physical, such as blackboards and traffic lights, or cognitive, such as languages and
norms. Analogously, in the context of Multi-Agent Systems (MASs), artifacts are both conceptual
and runtime entities that mediate agent activities [27], providing some kind of function or service
that agents can fruitfully exploit to achieve their individual or social objectives.

In particular, in the Agents&Artifacts (A&A) [21, 17] meta-model, recently proposed for MAS
engineering, artifacts – along with agents – are adopted as the basic building blocks to engineer
complex software systems. More precisely, agents are the basic abstractions to represent active,
task-/goal-oriented components, designed to pro-actively carry on one or more activities towards
the achievement of an objective, requiring different levels of skill and reasoning capabilities. On
the other hand, artifacts are the basic abstractions to represent passive, function-oriented building
blocks, which are constructed and used by agents, either individually or cooperatively, during their
working activities. So agents can be used to model individual activities, while artifacts can be well
suited for mediating the interaction between individual components and their environment (includ-
ing the other components), and for embodying the portion of the environment that is explicitly
designed to support agents activities [17].

Many sorts of artifacts can populate a MAS, providing agents with a number of different services,
embodying a variety of diverse models, technologies and tools, and addressing a wide range of
application issues. In particular, artifacts are used to mediate between individual agents and the
MAS (individual artifacts), to build up agent societies (social artifacts), and to mediate between a
MAS and an external resource (resource artifacts) [20].

In this paper we explore the use of the OWL-S [3] language for describing the services offered
by artifacts, so that agents can autonomously discover, select and use artifacts offering particular
services into which they are interested. OWL-S is a OWL-based Web Service ontology, which



supplies Web Service providers with a core set of markup language constructs for describing the
properties and capabilities of their Web Services in unambiguous, computer-interpretable form.
OWL-S markup of Web services will facilitate the automation of Web Service tasks, including
automated Web Service discovery, execution, composition and inter-operation. OWL-S seems a
good candidate for describing services provided by artifacts because it should allow to express in
a high-level way these services so as to support agents on the one hand in choosing the proper
artifact, on the other, agents should be able to understand how the artifact works and know how
to access it. As a consequence the use of OWL-S for describing artifacts’ services could improve
the openness of MASs and the mobility of agents: agents could access to artifacts in a standard
way in each place of the net.

So, the paper is structured as follows. Section 2 introduces the artifact features, while Section
3.1 briefly presents the fundamental semantic web languages, with special regard to OWL-S. Next,
Section 3.2 introduces how OWL-S can be used for describing artifacts, and Section 3.3 provides
some details about artifact representation in OWL-S; a discussion about the pros and cons of this
approach is developed in Section 3.4. Then Section 4 presents a simple example – a sketch of
a flight tracking system – based on the (social) artifacts provided by the TuCSoN infrastructure
technology. Some relevant related work is reported in Section 5; conclusions follow in Section 6.

2 Artifacts features

In its most general acceptation, an artifact conceptually exposes [20]:
Usage Interface — The set of operations provided by an artifact defines what is called its usage

interface, which (intentionally) resembles interfaces of services, components or objects – in the
object-oriented acceptation of the term. Operations are the means by which an artifact provides
for a service or function: an agent executes an action over an artifact by invoking an artifact
operation. Execution typically terminates with an operation completion, representing the outcome
of the invocation.

Operating Instructions — Coupled with a usage interface, an artifact provides agents with
operating instructions, that is a description of the procedure that an agent has to follow to mean-
ingfully interact with an artifact over the time. Moreover, operating instructions also come with
the specification of preconditions for actions and effects to perceptions [28].

Function Description — Finally, an artifact is characterised by a description of the functionality
it provides. Function description explains what to obtain from the artifact – a key information for
artifact selection. Clearly, function description is an abstraction over the actual implementation of
the artifact: it hides inessential implementation details while highlighting its key aspects.

For instance, consider the case of a digital camera. In order to choose a digital camera among
all that are available in the market, interested customers usually start by checking the cameras’
technical specifications, such as its memory, zoom capabilities, etc.: these are actually a form of
function description – they explain what the camera does. Also, each camera has its own buttons
and panels, which must be operated according to the instruction provided by the vendor in the
user’s manual. Buttons and panels represent the camera’s usage interface – i.e., how to access it –
while the user’s manual describes how to use them to suitably configure the camera resolution, the
zoom ratio, etc. – thus representing the operating instruction.

In addition, artifacts typically exhibit further relevant properties, which enhance MAS engineers’
but also agents’ ability to use them for their own purposes. For instance, it should be possible to
monitor artifacts as an observable part of the environment, so as to check the development of the
activities, track the system history, and evaluate the overall system performance. Desirable artifact
features can then be listed as follows:

Inspectability — The state of an artifact, its content, the laws governing its behaviour, its usage
interface, operating instructions and function description might be all or partially inspectable
by agents.

Controllability — The operational behaviour of an artifact should be controllable so as to allow
engineers and agents to monitor its proper functioning: it should be possible to stop and
restart an artifact working cycle, to trace its inner activity, and to observe and control a
step-by-step execution.



Malleability — The behaviour of an artifact should be modifiable at execution time in order to
adapt to the changing needs or mutable external conditions of a MAS.

Linkability — Artifacts can be used encapsulate and model reusable services in a MAS. To scale
up with complexity of an environment, it might be useful to compose artifacts, by allowing
artifacts to invoke operations on other artifacts.

As a final remark, it is worth noting that the above artifact features usually play different roles
in the viewpoints of agents and of MAS engineers. For instance, operating instructions are mostly
seen as a design tool by/for engineers, and as a run-time support by/for rational agents. Instead,
features like inspectability and malleability gain particular interest when the two viewpoints can
be made one: for instance, an intelligent agent capable of playing the role of the MAS engineer
could in principle understand the state and dynamics of the MAS by observing the artifacts, and
then possibly change the overall MAS behaviour by suitably altering the artifacts behaviour [20].

3 OWL-S and Artifacts

3.1 From Semantic Web Languages to OWL-S

The Semantic Web project [8] is aimed at defining a common framework for information exchange
by giving semantics to the content of the documents shared and reused across applications. For this
purpose, several ingredients are put together: customisable Extensible Markup Language (XML)
[6] for describing data, descriptive technologies such as the Resource Description Framework (RDF)
[14] and the Resource Description Framework Schema (RDFS) [7], and ontology languages such as
the Ontology Web Language (OWL) [16] and Ontology Web Language for Services (OWL-S) [3].

RDF has been conceived for describing Web resources – that is, anything identified by a Uni-
form Resource Identifier (URI): in turn, RDFS specifies the schema for defining properties, classes
and inter-relationships among classes. Their applications include the description of any kind of
web content for multiple purposes, such as content rating, labelling for search engines, site maps,
collaborative services, and e-commerce applications (e.g. to express price, availability, etc. of shop-
ping items). Yet, the lack of some particular features (such as the local scope of properties, the
disjointedness of classes, and other special characteristics) led to the development of a new lan-
guage built on top of RDF and RDFS, specifically designed for processing Web information: OWL
(Ontology Web Language, [16]). More precisely, three versions of OWL are available which provide
different trade-offs between expressive power and efficient reasoning: OWL Lite, OWL DL (De-
scription Logic) and OWL Full. OWL Lite supports users who just need a classification hierarchy
and simple constraint features, while OWL DL is for users demanding the maximum expressive-
ness without losing computational completeness and decidability of reasoning systems; OWL Full
is meant for users who need the maximum expressiveness and syntactic freedom of RDF, though
with no computational guarantees.

However, just describing resources is not enough in the perspective of discovering, invoking,
composing and monitoring web resources which offer services: this is why a specialisation of OWL
for service description, called OWL-S (Ontology Web Language for Services), has also been defined.
Figure 1 shows the (top-level) ontology of OWL-S in terms of an RDF graph – a kind of graph used
to represent the relationships among resources, property and property values, where nodes (ovals)
represent resources or property values, and arcs represent properties. According to that ontology,
the discovery, selection and exploitation of a service calls for a suitable description of (i) what the
service does, reported by the Service Profile; (ii) how it works, explained in the Service Model ; and
(iii) how to access it, detailed in the Service Grounding.

Service Profile — The service profile includes a description of what can be accomplished by the
service, its limitations in terms of applicability and quality of service, and what is required
from the service requester in order to use the service [3]. In addition, the service profile
can contain information about the organisation or entity which provides the service and the
service category, possibly referring to some standard classification system, such as United
Nations Standard Products and Services Code (UNSPSC).



Figure 1: Top level of the service ontology represented as an RDF Graph

Service Model — After the service is found based on the service profile, the user needs to know
how to ask for the service and what happens when the service is executed. To this end,
the service model describes the semantic content of requests, the conditions under which
particular outcomes may occur and, optionally, the step-by step processes leading to such
outcomes.

OWL-S defines a subclass of the service model, namely the process model, which provides
further details about the number of inputs, outputs, preconditions and effects. Three types of
processes can be defined: atomic, simple, and composite processes [3]. Atomic services feature
no ongoing interaction between user and service – just think of a service that returns the postal
code of a city, or the longitude and latitude of a given place. Simple processes are a sort of
‘intermediate abstractions’, which can be used in two ways – as a view of atomic processes,
and as a simplified representation of composite processes. Finally, composite services are
composed of multiple services, and may require extended interaction or conversation between
the requester and the set of services that are being used – think, for instance, of the online
sell of a book.

Service Grounding — Service grounding basically specifies how to access a service, linking Web
Services’ semantic and syntactic description levels: in particular, its main task is to transform
the semantic data to XML messages to be sent over the network, and conversely to define
how the received XML messages should be interpreted as semantic data [15].1

So, it typically defines the communication protocol, the message formats and the serialisation
techniques adopted for each semantic type of input or output specified in the service model.

Since the current definition of OWL-S does not account for any means to express grounding
information, the WSDL [10] language has been selected as the initial grounding mechanism
for describing the service interface. However, it should be noted that OWL-S does not as-
cribe inputs, outputs, preconditions and effects directly to WSDL operations; instead, such
conditions are attached to atomic processes, which are then bound to WSDL operations by
the OWL-S grounding service [15, 1].

In the next subsection we will discuss how OWL-S can be brought to the artifact world, i.e. exploited
to discover and invoke not only Web Services, but also the services provided by artifacts.

3.2 Bringing OWL-S to the Artifact World

In order to enable agents to identify and use the services provided by artifacts – which is the key
for building open MASs where intelligent agents dynamically look for artifacts and select the most
adequate to their goals –, the artifacts’ features need to be expressed in some high-level language.

Such a high-level language should also make it possible for agent to adopt a uniform cognitive
level for interaction.

1Web Services are usually described at two abstraction levels: one defining atomic operations in terms of input
/ output messages, the other mapping operations and their associated messages to physical endpoints (ports and
bindings). Ports declare the operations available with the corresponding inputs / outputs, while bindings declare
the transport mechanism (usually SOAP [12]) used by each operation [9].



Figure 2: Artifact service ontology represented as an RDF Graph

Usually, agents speak with each other via languages like FIPA-ACL [11], while exploiting the
environmental resources as a means for lower-level interaction. So, the agents’ interaction space
spans over different cognitive levels, because agents cannot interact with the other components
(agents and resources) of the MAS in a uniform way. Artifacts, instead, make it possible to wrap
the resources of a MAS and bring them to the cognitive level of agents, so that both the interaction
among agents (on the one side) and between agents and artifacts (on the other) can occur at
the same cognitive level, exploiting the high-level language that describes artifacts’ services as
the common language. In order to make this possible, the selected high-level language should be
standard enough to support both the MAS openness and agent mobility, allowing heterogeneous
agents to join a MAS, discover and use the services provided by the artifacts. By the way, this
choice also simplifies the design of the MAS interaction space, since engineers no longer need to
design ad-hoc protocols for each resource in the environment (the relationship between each resource
and the artifact that wraps it concerns the internal design of the artifact and does not affect the
interaction space of the MAS).

Among the possible choices, OWL-S seems a good candidate for several reasons. First, most of
today’s services are available as Web Services, and OWL-S is specially designed for that purpose.
Moreover, Web Services can be “implemented” by agents and artifacts as in simpA-WS [23], using
agents to model service users and providers, and artifacts as high-level mediating entities: so,
artifacts operate as interfaces, encapsulating the technology that enables interaction via standard
Web service protocols. As a further aspect, in principle OWL-S makes it possible to express the
artifact features – function description, usage interface, and operating instruction – in a natural
way via the service profile, the service model and the service grounding, respectively.

3.3 Artifact Representation

The mapping between the artifact features and OWL-S could be represented through an RDF
Graph as depicted in Figure 2.

The service profile can be used to represent what the service offered by artifacts does, i.e. the
function description; a fragment of the OWL-S file relating to the service profile is shown in Figure 3.
The profile class represents the general profile of a service whose text description is contained in the
property called textDescription. The profile description can be accompanied by a list of properties
called serviceParameters: the actual parameter name, represented by serviceParameterName,
can be just a literal, or the URI of the process parameter (a property). Of course, only one text
description per profile is admitted, as stated by the value 1 in the 〈owl : cardinality〉 tag.

As stated in the previous section, OWL-S introduces the process model as its own special sub-
class of service model: so, the service model is expressed here as a process model. Correspondingly,
Figure 4 defines inputs, outputs, preconditions and results for each process model. The Parameter
class is the union of the Input and the Output classes; in the same way, results are represented in
as a class, too. hasPrecondition, instead, is a property of Process.



Figure 3: Some fragments from the OWL document that describe the service profile

Figure 4: Some fragments from the OWL document that describe the service model



Finally, the usage interface that describes how to access the artifact is represented through
the service grounding, which takes the form of a collection of AtomicProcessGrounding instances
(see Figure 5) – one for each atomic process in the process model: this class relates elements of
an OWL-S atomic process to a WSDL specification (or any other specification). Each instance
of AtomicProcessGrounding must have exactly one value for owlsProcess: the other properties
depend on the specifics of the grounding type.

Figure 5: Some fragments from the OWL document that describe the service grounding

The MessageMap class maps the OWL-S parameters onto the parameters of the grounded opera-
tion. In particular, InputMessageMap maps inputs to grounding specification (see Figure 6), while
OutputMessageMap maps outputs to grounding specification (see Figure 7); the owlsParamater
property specifies the OWL-S parameter. According to the model shown in Figure 2, the usage in-

Figure 6: Some fragments from the OWL document that describe the MessageMap and InputMes-
sageMap

terface also includes other artifact properties such as inspectability, controllability, malleability and
linkability. These properties enable agents to access artifact after selecting the service. Therefore,
their OWL-S representation depends on the language chosen for grounding.

3.4 Discussion

Let us report here some preliminary considerations about the use OWL-S for describing artifacts.



Figure 7: Some fragments from the OWL document that describe the OutputMessageMap

As a first aspect, using OWL-S to describe what the service provided by artifact does and how it
works in terms of preconditions, inputs, outputs and results is relatively simple: indeed, all we have
to do is to make the information that agents are usually supposed to know semantically readable.
However, the OWL-S description of how the service is actually carried out is not straightforward,
mainly because of the OWL-S’ inability to describe the information related to the physical function-
ing of the service: this forces to include another language – WSDL being the most natural choice
in the Web service context – to add that kind of expressiveness. Yet, WSDL is definitely not the
most adequate choice for describing the services offered by artifacts, since it requires information
that simply do not fit the artifact case – e.g. the data and message types to be transmitted, the
supported operations, how the message is going to be transmitted, where the service is located, etc.
– because it cannot be generalised to any services provided by artifacts, given that the technical
details depend on the specific implementation.

On the artifact side, it should be pointed out that there is currently no semantic language
similar to WSDL to describe the implementation details of a service: so, further investigation is
needed in order to evaluate possible candidates, or possibly define some new ad hoc language.

Among the existing composing languages, BPEL [2], for instance, could be worth exploration,
despite some overlaps with OWL-S; this and other approaches are briefly considered below.

4 OWL-S and Artifacts: a simple example

As outlined in the previous section, OWL-S makes it possible to express the artifact features (the
function description, describing what the service does; the usage interface, describing how to access
it; and the operating instructions, explaining how the service works) via the service profile, the
service model and the service grounding, respectively.

However, while expressing the service offered by an artifact via the OWL-S service profile notion
is relatively simple from the conceptual viewpoint, mapping the usage interface and the operating
instructions onto the service model and the service grounding notions calls for some hypotheses on
both the artifact model and its supporting infrastructure – i.e., about the environment where the
artifact itself lives and is called to operate.

To this end, in the following we adopt TuCSoN tuple centres [19] as the the reference model
for (social) artifacts, and the TuCSoN technology [22] as the corresponding infrastructure. For the
sake of concreteness we consider the case of a flight tracking service, and present it from its OWL-S
description to its implementation onto the TuCSoN infrastructure.

4.1 TuCSoN Infrastructure

TuCSoN2 is an example of agent coordination infrastructure supporting a notion of social artifact,
namely a coordination artifact called tuple centre. Tuple centres are programmable tuple spaces,
that agents access by writing, reading, and consuming tuples – that is, ordered collections of

2TuCSoN technology is available as an open-source project at the TuCSoN Web site http://tucson.sourceforge.net.



Figure 8: Some fragments from the OWL document that describe a) the service profile, on the left,
and b) the service model, on the right, of the flight tracking service.

heterogeneous information chunks – via simple communication operations (out, to insert a tuple;
rd, to read a tuple; in, to remove a tuple; tuples are accessed associatively. While the behaviour
of a tuple space in response to communication events is fixed, the behaviour of a tuple centre can
be programmed by defining a set of specification tuples (expressed in the ReSpecT language [18]),
which define how a tuple centre should react to incoming/outgoing communication events. As
a result, tuple centres can be seen as general-purpose customisable coordination artifacts, whose
behaviour can be dynamically specified, forged and adapted so as to automate coordination among
agents [24].

4.2 Example

In case of the flight tracking service, a tuple centre can be used to mediate the interaction between
the user requesting an information (delay and location) about a given flight and the agent charged
of retrieving this information.

As a service provided by an artifact, the flight tracking service can be described through:

• a function description — here providing information about the delay and the location of a
selected flight;

• a usage interface — that is, the set of communication operations: here, out, to insert a tuple
in the tuple centre; rd, to read a tuple from a tuple centre; in, to remove a tuple from the
tuple centre;

• operating instructions — that is, the procedure to be followed by the user in order to obtain
the desired flight information; here, the user should first request the information by inserting a
request tuple such as flight request(flightNumber), then retrieve the desired information
by reading a response tuple such as flight status(flightNumber,Delay,Location).

In the OWL-S model3, the tuple centre offering the flight tracking service is characterised by a
function description (what the service does), is described by some operating instructions (how the
service works), and supports a usage interface (how to access to the service).

In turn, while the function description is provided through a service profile which contains a
simple text description (see Figure 8.a), the service model can be described in terms of inputs,
outputs, preconditions and effects. Figure 8.b depicts a fragment of the corresponding OWL-S
document which specifies the input (FlightNumber), the condition under which the information
will be provided (FlightNumberExists) and the effect (InfoProvided).

Finally, in order to represent the usage interface, we need a language similar to WSDL for
describing both the type of actions (in, out, rd) and the correct sequence for using them and

3For the sake of shortness, here we show only a sketch of the full OWL-S documents (a specialisation of the
generic OWL-S documents presented in Section 3.3).



so obtain the information required. As explained in the previous section, further investigation is
needed in order to evaluate possible candidates among the existing languages or possibly define a
new ad hoc language.

5 Related work

The approach examined in this paper combines Semantic Web and the theory of coordination with
the aim of describing the services provided by artifacts via OWL-S. There are also other Web
Service composition languages, such as BPEL4WS [2] and WSCI [5].

Business Process Execution Language for Web Services (BPEL4WS) enables the specification
of executable business processes, covering also Web Services, and business process protocols in
terms of their execution logic or control flow. Executable business processes specify the behaviour
of individual participants within Web Service interactions and can be invoked directly, whereas
business process protocols abstract from internal behaviour to describe the messages exchanged
by the various Web Services within an interaction. The main drawback of BPEL’s approach is
that it enables only the composition of Web Services, while OWL-S also supports Web Services’
publication and discovery.

Many other approaches could be used to express how a service is implemented in terms of
action protocol (the remaining part of operating instructions) and usage interface. For instance,
one could think of a semantic language for describing services offered by an artifact based on
the research area on semantic tuple spaces [13, 26]. As an alternative, non-semantic approaches
could be followed, such as [29, 28]: for instance, process algebra – a standard approach to describe
interaction protocols in the distributed systems field – could be adopted as a specification language
for operating instructions.

Moreover, it could be interesting to study not only OWL-S but also the Web Service Modelling
Ontology (WSMO) [25], which shares with OWL-S the vision that ontologies are essential to support
automatic discovery, composition and inter-operation of Web services, although they greatly differ
in the approach to achieve these results [4]. Indeed, WSMO defines a conceptual framework within
which the ontologies developed through OWL-S have to be created. Futhermore, while OWL-S
does not make any distinction between the types of Web Services, WSMO specifies mediators –
that is, mapping programs aimed at solving the inter-operation problems between Web Services
(such as translation between ontologies, between the messages produced by a Web service and those
expected by another Web service, etc). In the process of mediator definition, WSMO introduced a
taxonomy of possible mediators that helps to define and classify the different tasks that mediators
are supposed to solve.

6 Conclusions

By drawing an analogy between the OWL-S model and the artifact notion, in this paper we exploited
OWL-S for describing the services offered by artifacts. We first presented the notion of artifacts
for MAS and how the services provided by such artifacts could be described; then, we presented
a preliminary proposal for describing the services provided by artifacts based on OWL-S and a
simple example of such a proposal. One conclusion is that OWL-S can be exploited rather easily to
express the function description – that is, what the service does – and the operating instructions
– that is, its preconditions, effects, inputs and outputs – but can not be directly exploited, in its
current version, for describing the usage interface which is strictly related to the implementation
of the service

Accordingly, future work will be devoted on the one hand to explore semantics languages for the
description of usage interface; on the other, to compare OWL-S and WSMO for artifact description,
both from an abstract viewpoint and in concrete examples of artifacts.
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