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Abstract. There are several data models that are capable of handling semistruc-
tured data. The best known are OEM, XML DOM, RDF, and the ECMAScript 
object model. All these models have different purpose. OEM was used by sys-
tems for integration of heterogeneous data sources. XML DOM is specified as a 
programming interface to manipulate XML documents used as a unified me-
dium for data exchange. RDF provides primarily a data model for sharing 
metadata. The ECMAScript object model is widely used to manipulate data in 
web applications. However, none of these models is intended to be used directly 
in an interactive way. This paper presents the CO (Content-Oriented) data 
model, which is designed for users to browse, annotate, and relate pieces of in-
formation. It can provide change notifications hence it can be directly used in 
interactive applications without building an extra object model. 
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1 Introduction 

Traditional mainstream databases save data according a schema that describes the 
context of the data. They usually need to specify the schema in advance. This re-
quirement is for certain data very difficult or even impossible to fulfill. It is a case of 
irregular data or data that structure changes over time [1]. 

Another option is to store data together with a description of its meaning. Such da-
ta do not have to be structured according a schema and therefore they are referred to 
as semistructured data [2]. Data models for semistructured data can be easily used by 
knowledge management systems or systems for integration of heterogeneous informa-
tion sources [3]. 

The existing well-known data models for semistructured data are not intended to be 
directly used in interactive applications. Programming interfaces around these models 
are usually based on elaborate query languages that simplify locating and extracting 
of particular information from these models. However, the more advanced queries can 
be answered, the more complex systems have to be built to detect changes. Therefore, 
there is usually no unified support for events that notifies user interface controls when 
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something has changed hence such data models cannot be directly used in interactive 
applications. 

This paper describes the CO data model that unlike other data models for semis-
tructured data is intended for interactive applications, especially applications that al-
low users to browse, annotate, and relate pieces of information. It can be also used for 
visual manipulation with data stored in other data models or exchange formats for 
semistructured data like XML or JSON. It is designed to be very simple in order to 
keep implementation simple. 

The CO data model has a modular architecture. A core provides very limited func-
tionality enabling basic manipulation with data. The core itself is not intended for in-
teractive applications as the change notifications are not supported. Nevertheless, it 
may be used by scripts that are using the same data model. Other features are pro-
vided by external modules called extensions. This extensible architecture allows de-
velopers to choose particular configuration that will support just required features 
without unwanted ones. It also enables having various implementations of the same 
feature in order to enable direct data binding for various user interface toolkits. 

Other data models for semistructured data and systems for that they were built are 
described in the second chapter. A design the CO data model and an implementation 
of a framework for the CO data model are presented in the third and fourth chapters. 
Conclusions and a future work are given in the last chapter. 

2 Related Work 

With the development and growth of the Web [4] in the last decade of the last century 
there arose a need to extract and integrate data that are available on the Web [5]. At 
the same time, there was a research project called TSIMMIS whose aim was to create 
a system for assisted integration of data either structured (e.g. database records), 
semistructured (e.g. web pages), or unstructured (e.g. plain files) from heterogeneous 
data sources [6]. 

2.1 TSIMMIS 

TSIMMIS was a joint project between Stanford and the IBM Almaden Research Cen-
ter [3]. It had mediator architecture [7] [8] and it basically consisted of four types of 
core components: translators, mediators, constraint managers, and classi-
fier/extractors. Translators were template-based wrappers [9] that converted data 
from various sources into a common information model. Mediators were information 
routers that forward queries to particular translators and merge the results [10]. Con-
straint managers [11] ensured that the integrated data are consistent. Classi-
fier/extractors automatically classified and extracted key properties of resources from 
the unstructured data sources. They were based on the Rufus system developed by the 
Almaden Research Center [12]. 

Information between these components was exchanged in a self-describing object 
model called OEM (Object Exchange Model) [13]. OEM allowed the storing of 
nested objects. Each object was represented by a structure with four fields: label, type, 
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value, and oid. The label was a string tag that describes what the object represents. 
The type was a data type of the object’s value. The value stored the actual data. The 
oid was a unique identifier of the object. 

TSIMMIS was not a fully automated system, but rather a tool to assist humans. It 
provided a graphical user interface component called MOBIE (MOsaic Based Infor-
mation Explorer) [14] that allowed users to browse OEM objects and specify queries 
in an SQL-like language called OEM-QL [13]. 

2.2 LORE 

LORE (Lightweight Object REpository) was a database management system designed 
to manage semistructured data [1]. It was built on top of the O2 object database [15]. 
Semistructured data were stored in a modified OEM that was presented in the 
TSIMMIS project. That version of OEM could be represented as a labeled directed 
graph where the vertices were objects. There were two types of objects: complex ob-
jects and atomic objects. Whereas the complex objects might have outgoing edges to 
other objects, the atomic objects had no outgoing edges but they contained a value 
from one of the atomic types (e.g. integer or string). 

LORE provided a query language called LOREL [16]. LOREL was defined as an 
extension to OQL (an SQL-like query language for the ODMG model) [17]. LOREL 
was also later used as a query language for TSIMMIS [8]. 

LORE introduced a DataGuide [18]. The DataGuide was a structure summary of 
the OEM model that was automatically maintained. DataGuides allowed users to 
browse the OEM model and formulate queries. They were also used by the system to 
store statistics and to optimize the queries. The DataGuide itself was an OEM object 
so it could be stored in and managed by an OEM DBMS. 

Another feature of LORE was an external data manager [19]. The external data 
manager allowed users to integrate data from external data sources. The external data 
were represented by an external object. The external object was stored in the OEM 
database and it contained both a specification on how to fetch the external data and a 
cached version of the external data. The wrappers for the external data were reused 
from the TSIMMIS project. 

After the emergence of XML, developers of LORE found that data models of XML 
and OEM were similar. So they decided to modify LORE to serve as a data manage-
ment system for XML [20]. The modifications to LORE also required changes to the 
data model [21]. 

2.3 XML 

XML is a markup language designed for data exchange [22]. The data are represented 
as documents. The XML document is a tree-like structure built from nested tagged 
elements. Each element can contain data stored as attributes/value pairs or as a plain 
text. XML also provides a mechanism to create links between elements. 

There are several ways to extract information from XML documents. None of them 
can be considered as universal but each is convenient for a particular purpose. One of 
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the best known is SAX. SAX (Simple API for XML) provides a read-only and for-
ward-only event-driven interface [23]. Another read-only interface is XmlReader (not 
to be confused with XMLReader, the Java interface from the SAX2 library). In con-
trast to SAX, XmlReader allows developers to navigate through XML on-demand in 
the way that is sometimes referred to as a pull model [24]. More sophisticated naviga-
tion provides XPathNavigator that enables cursor-like navigation in a XML document 
powered by XPath expressions [25]. 

There is also a standardized virtual data model for XML called DOM (Document 
Object Model) that is specified as a programming interface and it is developed to ma-
nipulate a memory representation of XML documents [26]. 

2.4 RDF 

RDF (Resource Description Framework) is a set of specifications [27] that was cre-
ated to provide a unified way to share metadata and it can be also used to represent 
data [28]. Although RDF is more complex than previous models, the data model of 
RDF can be represented by a collection of triples [29]. Each triple consists of a sub-
ject, a predicate, and an object. Predicates are also called properties. Subjects may be 
URIs or blanks. Predicates are URIs. Objects can be URIs, literals, or blanks. URIs 
may be used both as references to existing resources and as a global identifiers. Liter-
als represent values. They may be plain or typed. Blanks are local identifiers. 

There are various languages that extend capabilities of RDF. The best known are 
RDF Schema and OWL. RDF Schema allows users to describe classes and properties 
[30]. OWL (Web Ontology Language) enables data description using ontologies [31]. 

2.5 ECMAScript object model 

The ECMAScript object model is widely used by web applications to manipulate 
data [32]. Structure of the ECMAScript is similar to LORE’s version of OEM. The 
difference between LORE’s OEM and the ECMAScript object model is that objects 
in the ECMAScript object model have no identifiers and each object can have only a 
single property with the same name. Multiple values can be represented by a special 
build-in type of object – an array. The textual representation of this model is some-
times referred to as JSON [33]. JSON has similar purpose as XML. There is also a 
standard ‘ECMAScript for XML’ that adds native XML support to ECMAScript [34]. 

2.6 iDM 

iDM is an advanced data model that is designed to represent heterogeneous data [35]. 
iDM is now being developed as a part of a personal information management system 
iMeMex [36]. 
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3 Design 

As mentioned in the introductory chapter, this paper describes the CO data model that 
is designed for interactive applications. This implies that except of developers, the de-
sign should also take account of users. There are three elemental requirements: The 
first is that the data model should be simple because the simplest it would be, the ea-
siest the implementation of a framework for the data model would be. The next is that 
the data model has to be extensible so the developers can use only that parts what they 
really need. The last requirement is that it should have similar concepts as existing 
systems for information handling that are widely used by users, so that users do not 
need to spend time for an extra training. 

The most famous and widely used system that is used by users to access informa-
tion is the Web. The information on the Web is usually stored in a document called a 
web page. There are two basic ways to access a particular web page: users can either 
enter the address of the web page or navigate to a particular web page from another 
web page. Advanced methods include searching by entering a query into a search en-
gine or navigating through tags. Tags are usually keywords that are attached to a piece 
of information. In fact, navigation through tags is mostly a particular form of simple 
page to page navigation, as tags are usually located within the page. 

The data model should offer thus similar ways of accessing information as the 
Web: The data model should allow users to navigate through the data and access the 
data directly from an address, enable developers to easily create tagging systems, and 
provide programming interfaces so that specialized search engines can be built or 
adapted to process search queries. 

3.1 Data model 

The architecture of the CO data model results from its requirements. The data model 
consists of items called entities. The entity is a wrapper for data. The data contained 
in the entity will be referred to as content. In addition to the content, each entity has a 
type and optionally has references to other entities. 

The content of an entity can be anything. Entities can store numbers, text docu-
ments, multimedia files, an array of objects or other entities, or any other pieces of in-
formation. Entities do not need to contain data directly, but they can contain special 
objects that refer to external data stored in local files, databases, or even remote web 
sites. 

The entities’ types have a similar purpose as the labels in TSIMMIS’s version of 
OEM or the tags in XML, with the difference that labels in OEM and tags in XML are 
strings but entities’ types are represented by another or, in special cases, the same en-
tity. This architecture allows saving common metadata to the entity that represents the 
type. Metadata can contain both information for humans, such as documentation, and 
information for machines, for instance specifications of constraints or processing in-
structions for manipulation of external data that are referred in the content. The fact 
that the type of entity A has is entity B can be expressed in RDF by a triple <en-
tity:A> <rdf:type> <entity:B>. 
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Entity reference is consists of a key and a value. It is a simplified version of the 
properties in RDF. Both the key and value of a reference are entities. In contrast to 
RDF, the value of a reference cannot be a literal. As with the ECMAScript object 
model, entity can have at most one reference with the same key. As the reference key 
is an entity, the entity can store metadata that can provide information such as seman-
tic meaning, usage constraints, or human-readable documentation. Fig. 1 shows the 
data model of the entity. 

 

 
Fig. 1. The data model of the entity. 

Entities can be directly accessed by URIs. However, URIs are not mandatory for enti-
ties. An entity without a URI can be accessed by searching or by local navigation. 

This part described the core part the CO data model. Additional features can be 
provided as extensions. Following part describes representation of several basic data 
structures.  

3.2 Data structures 

Unlike RDF or the ECMAScript object model, the CO data model has no direct sup-
port for collections. As collections are the most common data structures, this part 
sketches how to form collections in the CO data model. 

There are basically two ways to build a collection. The first way is to create a spe-
cial data type that represents a collection, so the collection will be stored in the con-
tent of an entity. This method allows the storing of any type of collection. It is espe-
cially useful for vectors or matrices and it can be likened to containers in RDF or 
arrays in the ECMAScript object model. 

The second method uses references to group items in a collection. There are two 
types of collection that can be formed. The first type includes collections whose entity 
directly refers to multiple items. Basic examples of such collections are simple or hi-
erarchical dictionaries. 

The other type of collection points directly to just one item. One of the simplest 
examples is a singly linked list. The singly linked list is usually formed by adding to 
each item a reference that points to the following item. There can be also a special ob-
ject that represents a whole collection. This object has a reference to the first item in 
the collection. In this scenario, items of a collection do not know in what collection 
they are contained without an additional reference and they can be usually contained 
in a single collection. 
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The CO data model enables the creation of specialized singly linked lists where 
each item can be contained in multiple collections and each item knows what collec-
tions it is contained in without additional references. Such linked lists will be referred 
to as informed lists. The architecture of an informed list is as follows. 

The entity that represents a collection remains unchanged – it has a reference to the 
first item. Items also contain references to the next item. However these references are 
not identified by a general next entity but by the entity of the collection. As each col-
lection is represented by a different entity, items have references with different keys 
and hence they can be contained in multiple collections. Items also know the collec-
tions where they are included because this information is stored in the keys of the ref-
erences to the next items. Fig. 2 shows an example of an informed list. 

 

 
Fig. 2. Example of an informed list. The list is represented by entity “a list”. It contains 

three items: “item 1”, “item 2”, and “item 3”. Entity “first” represents a known entity that is 
used as key that refers to the first item and “none” is another known entity needed to store ref-
erence to the owning list in the last item. Entities are represented by boxes, references are ren-
dered as solid arrows, and keys of the references are pointed by dashed lines. 

One possible application for informed lists is a tagging system where each tag is 
represented by a collection of entities that are tagged by this tag. A tagging system 
can list all tags for a resource in a constant time without any additional indexes. It can 
also immediately retrieve an additional resource for each tag. This feature can be use-
ful to provide a simple and fast tag-based ‘see also’. 

Several informed lists can form a multilevel hierarchical structure where descen-
dants know their ancestors. One of the possible applications is a system for hierarchi-
cal categorization. 

The idea of informed lists can be also used to construct properties that can have 
multiple values and that know what objects refer to them. Such properties will be 
called informed properties. This construct can be conceived as a fusion of informed 
lists. Each list contains values for a particular property. And the key of the reference 
to the first value in each list is replaced by a key that will identify the property. An 
example of informed property is in Fig. 3. 
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Fig. 3. Example of informed properties. Entity “an object” has two informed properties: 

“property A” and “property B”. Property “property A” has two values “value A1” and “value 
A2” and property “property B” with one value “value B1”. 

4 Implementation 

This chapter is divided into two parts. The first part outlines the general architecture 
of a framework that implements the CO data model. The second part describes a pro-
totypical implementation to evaluate the CO data model. 

4.1 Architecture 

All frameworks for the CO data model should implement the core of the data model. 
The core was described in the Architecture part of the Design chapter. A core frame-
work should provide programming interfaces to access entities and to get and set a 
type, references, and content. There are no methods to create or delete entities be-
cause each URI refers to an existing entity. The consequence is that there is an infinite 
number of entities. However, only a finite number of entities contain non-default in-
formation hence the framework should store only the entities with non-default infor-
mation. The entities with default information are called implicit entities and the other 
entities are called explicit entities. The implicit entities have null content, no refer-
ences, and a default type. 

The minimal framework may implement only a volatile data model. Such a frame-
work can be useful, for instance, in applications that use existing web services to store 
data. 

Other features are optional and they are not part of the core. They are provided by 
extensions. There are several types of extensions. One type of the extension is a data 
aspect. The data aspect is a component that simplifies manipulation with a complex 
data structure, such as the informed list. The data aspect for the informed list can pro-
vide methods to add, remove, or search items. It can enhance the performance by 
cached backward links or a cached index array for immediate random access. 

Another type of extension is a data store provider. The data store provider allows 
loading and saving data to data storages either local (e.g. files, databases) or remote 
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(e.g. web services). They can also serve as data adapters between the CO data model 
and internal object models of other applications. 

Moreover, interactive applications require knowing when something has changed. 
This implies enhanced implementation of the core that raises an event if a change oc-
curs. The system for event notification may be developed for a certain user interface 
toolkit so the application developers can directly bind controls to the data model. 

4.2 Prototype 

Currently, there is a prototype of a framework for the CO data model. It is written in 
C# [37] and runs on the .NET 3.0 Framework [38] [39]. The data model is imple-
mented as .NET Component Model [40]. It was specially developed for the Windows 
Presentation Foundation [41]. It implements a data aspect for the informed list that 
caches backward links and an index array to provide faster random access. The data 
aspect also provides collection-change notifications so it can be bound to standard 
controls that display collections. 

The framework supports simple transactions that delays commit and provides roll-
back of changed data. There are four data store providers: file system provider, SQL 
provider, Lucene.Net [42] provider, and Berkeley DB [43] provider. 

4.3 Evaluation 

The architecture of the data model allows simple implementation of the data model as 
.NET Component Model with change notifications. Therefore, application developers 
can directly bind data to user interface controls. Two-way data binding [44] let them 
develop applications where users can interactively manipulate data while the develop-
ers do not have to build an extra object model and write a glue code to transfer data 
between data stores and user interface controls. 

5 Conclusion 

The extensible architecture of the CO data model has some advantages and draw-
backs. The main advantage is that complex features can be later replaced with a better 
implementation. However, it can result in several implementations of the same feature 
and developers have to choose one that best fits their needs, so they may spend extra 
time analyzing various implementations. This can be avoided, of course, by maintain-
ing a list of various implementations with comparisons and use cases. 

As is mentioned in the introduction, in contrast to OEM, XML, and RDF, the CO 
data model is intended to be directly manipulated by users through user interface con-
trols. Therefore, before a development of other extensions is undertaken, this model 
must prove that it is really useful and that future work on this model will not be a 
waste of time. Such proof may be done by building small applications that will help 
users to organize information from various aspects, such as a system to store personal 
thoughts or to manage personal data from other applications. 
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If the data model will be successful, it can be later enhanced by other extensions 
demanded by users. Some possible extensions might be a change log to enable full 
undo functionality or allowing users to share their information on a peer-to-peer net-
work and letting them specify particular access rights for particular users on a particu-
lar set of their information. 
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66 Tomáš Novotný
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